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1
METHODS FOR GENERATING SOFTWARE
TEST INPUT DATA AND DEVICES THEREOF

This application claims the benefit of Indian Patent Appli-
cation Filing No. 3012/CHE/2012, filed Jul. 23, 2012, which
is hereby incorporated by reference in its entirety.

FIELD

This technology generally relates to software testing and,
more particularly, to methods and devices for generating soft-
ware test input data.

BACKGROUND

Software testing accounts for a substantial portion of the
software development life cycle as well as the total cost of a
software development project. Software testing can include
test scenario creation, test input data creation, and test execu-
tion. Effective software testing is critical to providing high
quality software that meets established functional require-
ments and is free of bugs and defects.

Meaningful and exhaustive test input data sets can increase
the effectiveness of software testing. However, currently, test
input data is often manually created through an expensive
process that requires significant resources and time and that is
susceptible to error. Additionally, current techniques often
produce test input data that is not comprehensive with respect
to the possible data types and/or properties of the software
input variables.

SUMMARY

A method for generating software test input data includes
extracting, with a test data generation computing apparatus, a
plurality of attributes from a software requirements specifi-
cation wherein each attribute is associated with a data type
and one or more properties. Machine-readable constraint rep-
resentation syntax is applied, with the test data generation
computing apparatus, to the extracted attributes based on the
data type and the one or more properties associated with each
attribute to generate a plurality of constraints. Each of the
plurality of constraints is output with the test data generation
computing apparatus.

An apparatus for generating software test input data
includes a processor coupled to a memory and configured to
execute programmed instructions stored in the memory
including extracting a plurality of attributes from a software
requirements specification wherein each attribute is associ-
ated with a data type and one or more properties. Machine-
readable constraint representation syntax is applied to the
extracted attributes based on the data type and the one or more
properties associated with each attribute to generate a plural-
ity of constraints. Each of the plurality of constraints is output

A non-transitory computer readable having stored thereon
instructions for generating software test input data compris-
ing machine executable code which when executed by a pro-
cessor, causes the processor to perform steps including
extracting a plurality of attributes from a software require-
ments specification wherein each attribute is associated with
a data type and one or more properties. Machine-readable
constraint representation syntax is applied to the extracted
attributes based on the data type and the one or more proper-
ties associated with each attribute to generate a plurality of
constraints. Each of the plurality of constraints is output

This technology provides a number of advantages includ-
ing methods, non-transitory computer readable medium, and
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2

devices that automatically generate exhaustive software test
input data based on a requirement specification for the soft-
ware. With this technology, test input data for a plurality of
attribute or input variable data types and properties can be
generated. The generated test input data can then be utilized to
more effectively test the software. As a result, resources
required to generate comprehensive software test input data
and thoroughly test software are reduced and software quality
is improved.

BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1is a block diagram of a network environment which
incorporates an exemplary test data generation computing
apparatus for generating software test input data;

FIG. 2 is a flowchart of an exemplary method for generat-
ing software test input data;

FIG. 3 is a diagram of an exemplary data type hierarchy
used to define an exemplary constraint representation syntax
used in the exemplary method for generating software test
input data of FIG. 2;

FIG. 4 is an exemplary model generated by the exemplary
test data generation computing apparatus of FIG. 1; and

FIG. 5 is a table including exemplary test input data gen-
erated by the exemplary test data generation computing appa-
ratus of FIG. 1 based on the exemplary model of FIG. 4.

DETAILED DESCRIPTION

A network environment 10 with an exemplary test data
generation computing apparatus 12 is illustrated in FIG. 1.
The environment 10 includes the test data generation com-
puting apparatus 12 and a client computing device 14,
coupled together by one or more communication networks
16, although this environment 10 can include other numbers
and types of systems, devices, components, and elements in
other configurations, such as multiple numbers of each of
these apparatuses and devices. This technology provides a
number of advantages including methods, non-transitory
computer readable medium, and devices that more effectively
generate software test input data.

The test data generation computing apparatus 12 includes
a central processing unit (CPU) or processor 18, a memory
20, and a network interface device 22 which are coupled
together by a bus 24 or other link, although other numbers and
types of systems, devices, components, and elements in other
configurations and locations can be used. The processor 18 in
the test data generation computing apparatus 12 executes a
program of stored instructions for one or more aspects of the
present technology as described and illustrated by way of the
examples herein, although other types and numbers of pro-
cessing devices and logic could be used and the processor
could execute other numbers and types of programmed
instructions.

The memory 20 in the test data generation computing
apparatus 12 stores these programmed instructions for one or
more aspects of the present technology as described and
illustrated herein. However, some or all of the programmed
instructions and database could be stored and/or executed
elsewhere such as at the client computing device 14, for
example. A variety of different types of memory storage
devices, such as a random access memory (RAM) and/or read
only memory (ROM) in the test data generation computing
apparatus 12 or a floppy disk, hard disk, CD ROM, DVD
ROM, or other computer readable medium which is read from
and written to by a magnetic, optical, or other reading and
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writing system that is coupled to the processor 18 in the test
data generation computing apparatus 12, can be used for the
memory 20.

In one example, the network interface device 22 of the test
data generation computing apparatus 12 operatively couples
and facilitates communication between the test data genera-
tion computing apparatus 12 and the client computing device
14 via the communications network 16, although other types
and numbers of communication networks or systems with
other types and numbers of connections and configurations
can be used. By way of example only, the communications
network could use TCP/IP over Ethernet and industry-stan-
dard protocols, including NFS, CIFS, SOAP, XML, LDAP,
and/or SNMP, although other types and numbers of commu-
nication networks, such as a direct connection, a local area
network, a wide area network, each having their own com-
munications protocols, can be used.

The client computing device can include a central process-
ing unit (CPU) or processor, a memory, a network interface
device, and an input and/or display device interface, which
are coupled together by a bus or other link, although other
numbers and types of network devices could be used. The
client computing device may run interface applications that
provide an interface to make requests for and send content
and/or data to different applications or services provided by
the test data generation computing apparatus 12 via the com-
munication network 16.

Although examples of the test data generation computing
apparatus 12 are described herein, it is to be understood that
the devices and systems of the examples described herein are
for exemplary purposes, as many variations of the specific
hardware and software used to implement the examples are
possible, as will be appreciated by those skilled in the relevant
art(s). In addition, two or more computing systems or devices
can be substituted for any one of the systems in any embodi-
ment of the examples.

The examples may also be embodied as a non-transitory
computer readable medium having instructions stored
thereon for one or more aspects of the present technology as
described and illustrated by way of the examples herein, as
described herein, which when executed by a processor, cause
the processor to carry out the steps necessary to implement
the methods of the examples, as described and illustrated
herein.

An exemplary method for generating software test input
data will now be described with reference to FIGS. 1-5. In this
particular example, in step 200, the test data generation com-
puting apparatus 12 extracts a plurality of attributes from a
software requirements specification. In one example, the test
data generation computing apparatus 12 obtains the software
requirements specification, such as submitted by a user of the
client device 14 and/or stored in memory 20, for example, and
parses the software requirements specifications to identify
and extract all of the attributes or input variables and their
associated data types and other properties.

At step 202, the test data generation computing apparatus
12 generates a plurality of constraints by applying constraint
representation syntax to the extracted attributes based on the
data type and the properties associated with each attribute.
One exemplary constraint representation syntax including a
machine readable format is described herein, although other
syntaxes can be used. In some examples, the test data genera-
tion computing apparatus 12 parses the software require-
ments specifications to extract the attributes and the data
types and/or properties of the attributes.

In other examples, the test data generation computing
apparatus 12 generates the plurality of constraints based on
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4

information obtained from a user of the client computing
device 14 including the attributes, and/or data types or prop-
erties of the attributes, as specified in the software require-
ments specification. Additionally, in some examples, the plu-
rality of constraints can be generated by the test data
generation computing apparatus 12 based on information
obtained from a user of the client computing device 14 includ-
ing one or more representations of the data types and/or
properties of the attributes specified based on the constraint
representation syntax.

Referring to FIG. 3, a diagram of an exemplary data type
hierarchy used to define the exemplary constraint represen-
tation syntax is shown. The hierarchy includes string,
numeric, and Boolean data types as well as subtypes includ-
ing alphabets, alphanumeric, and date for the string data type,
alphabets and numbers, alphabets numbers and special char-
acters, and alphabets and special characters for the alphanu-
meric subtype of the string data type, and integer and float or
double for the numeric data type.

In this example, each of the string and numeric subtypes
are associated with an identifier such as one or more of the
exemplary identifiers shown Table 1, although other numbers
and types of identifiers can be used.

TABLE 1
Identifier Description of Representation of the Identifier
A Alphanumeric string
C Character string consisting of alphabets only
cC Character string consisting of uppercase alphabets only
CS Character string consisting of lowercase alphabets only
N Numeric or number type [integer and decimal/float/double]
S Special characters allowed in the alphanumeric strings
D Date string

In this exemplary constraint representation syntax, the
properties of an attribute of a numeric data type can be rep-
resented as “N [Int, Deci]”, where “N” is defined in Table 1,
“Int” represents a total number of digits and the optional
“Deci” represents a number of digits in a fractional part in the
case of a decimal number. Additionally, the properties of an
attribute of a numeric data type are represented as “~N” in the
case of negative values.

Accordingly, in one exemplary application of the exem-
plary constraint representation syntax to an attribute of a
numeric data type, “N [5, 0] or “N [5]” represents an integer
number with five digits in length. In another example, “N [5,
2]” represents a decimal number with five digits in length in
which the integer part is three digits and the fractional part is
two digits. Additionally, in this example, the decimal point is
not counted as a part of the length. In yet another example, a
decimal value less than 1 but more than 0 (e.g. 0.99) and less
than 0 but more than -1 (e.g. —0.99) can be represented as
“N[2,2]” and “-NJ[2, 2]”, respectively, because they each
have two total digits, each of which is a fractional part of the
positive or negative decimal number.

In this exemplary constraint representation syntax, the
properties of an attribute of a date data type can be repre-
sentedas “D[DD/MM/YYYY]”, “D[DD-MM-YYYY]”,“D
[DD/MM/YY]”, “D [DD-MM-YY]”, “D [MM/DD/YY
YY1, “D [MM-DD-YYYY]”, “D [MM/DD/YY]”, and/or
“D [MM-DD-YY]”, where “D” is defined in Table 1, “DD”
represents a day, “MM” represents a month, and “YYYY” or
“YY” represents a year in numerical format.

In this exemplary constraint representation syntax, the
properties of an attribute of a string data type can be repre-
sented as “A/C[Total_Length_Of_Attribute, Stringl[ ],
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String?2[ ], String3][ ], . . . Stringn[ ]]”, where each of String1-
n[ ] can be represented as “C/CC/CS/N/S [Length Include
Not-Include Position]” and where “A”, “C”, “CC”, “CS”,
“N”, and “S” are defined in Table 1. In this example, the
alphanumeric string subtype consists of characters, numbers,
and special characters and the alphabets string subtype con-
sists of both lowercase and uppercase letters of the character
set A-Z. Accordingly, if the representation is prefixed with an
“A”, it represents an alphanumeric string and, if prefixed with
a “C”, it represents a character or alphabets string.

In this example, the optional “Total Length Of Attribute”
specifies the length of the string, both in fixed or variable
lengths. In one example, “C[5]” represents an alphabets or
character string consisting of five characters in length. Vari-
able length can be specified using a range including the mini-
mum and maximum number of characters such as “C[min-
max|” where “min” is the minimum number of characters and
“max” represents the maximum number of characters
allowed. Accordingly, in this example, “C[5-10]” represents
an alphabets or character string having a total length from five
to ten characters. Additionally, in this exemplary constraint
representation syntax, when include, not-include, or position
related constraints/properties are included in a representa-
tion, as discussed and illustrated in detail below, the “Total_
Length_Of_Attribute” must be specified.

In this exemplary constraint representation syntax, an
optional “include” field can be used to specify a permissible
set of characters, numerals, and/or special characters as speci-
fied by the one or more properties associated with one or more
of'the extracted attributes. In one example, the permissible set
of characters can be included in the representation as prefixed
by an “1”. In this example, “C[5, 1(A-Z)]” represents an alpha-
bets or character strings consisting of five uppercase charac-
ters only. Accordingly, in this exemplary constraint represen-
tation syntax, “C[5, i(A-Z)]” and “CC[5]” are equivalent
representations as are “C[5, i(a-z)|” and “CS[5]”.

In this exemplary constraint representation syntax, an
optional “not-include” field can be used to specify a non-
permissible set of characters, numerals, and/or special char-
acters, as specified by the one or more properties associated
with one or more of the extracted attributes. In one example,
the non-permissible set of characters can be included in the
representation as prefixed by a “ni”. In this example, “C[5,
ni(A-D)]” represents an alphabets or character string consist-
ing of five characters of the default full set of characters or
alphabets with the exception of uppercase characters in the
range from A to D.

In this exemplary constraint representation syntax, an
optional “position” field can be used to specify a particular
syllable or set of characters, numerals, and/or special charac-
ters that must be included at a specified position(s) in the
string, as specified by the one or more properties associated
with one or more of the extracted attributes. In one example,
the position, and the characters, numerals, and/or special
characters required to be present at the position, can be in
included in the representation as prefixed by a “p”. In this
example, “C[5, pl->R]” represents an alphabets or character
string consisting of five characters wherein the first character
must be an uppercase “R”.

Additionally, an optional “~” can be used proximate the
“p” prefix to represent a set of characters, numerals, and/or
special characters that are not permitted to be located at the
specified position, as specified by the one or more properties
associated with one or more of the extracted attributes.
Accordingly, in this example, “A[5-6, C[3-4], S[2, p~1]]"
represents an alphanumeric string of five to six characters,
three to four of which are alphabets and two of which are
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special characters wherein neither of the special characters
can be the first character of the alphanumeric string.

Also optionally, repetitive sets of characters can be speci-
fied by prefixing a string by an integer representing the num-
ber of repeating characters. In one example, an “IP_address”
attribute has associated properties requiring three sets of 1-3
numbers, each of which is followed by a decimal or period
special character. Following the repeating sets, a fourth set of
1-3 numbers is included. Accordingly, in this example,
“A[3(N [1-3] S[1 i.]), N[1-3]]” can be used to represent the
properties of the “IP address™ attribute and the number “3”
prefix indicates the repetitive sets. This exemplary represen-
tation requires an alphanumeric string with three sets of num-
bers of 1-3 digits each followed by a string of one special
character, specified by the “include” field as the “’ character,
and followed by another number of 1-3 digits.

In order to generate, at step 202, the plurality of constraints
based on the representations of the data types and the one or
more properties of the extracted attributes, a syntax can be
used such as, “[attributeName] <C> [properties as repre-
sented based on the constraint representation syntax|”.
Accordingly, the constraints can be a representation of the
relationship between a name of an extracted attribute and the
data type and/or one or more properties of the extracted
attribute. In the event two or more attributes have the same the
data type and/or one or more properties, a constraint can be
generated wherein the two or more attribute names are speci-
fied as separated by a “,” such as “FName, LName <C>
A[6-9]”, for example.

In one example, a software requirement specification
specifies a “password” attribute that is an input variable rep-
resenting a password input by a user of the software, such as
during a registration process. In this example, the software
requirement specification additionally specifies the following
properties for the “password” attribute:

[1] The password is an alphanumeric string with a combi-

nation of alphabets, numbers, and special characters.

[2] The password must have a minimum of 8 and a maxi-

mum of 12 characters in length.

[3] The password must consist of at least two numerals.

[4] The password must have two special characters.

[5] The permissible set of special characters are #, $, %, ",

&, *, and @.

[6] The password must not contain any blank spaces.

[7] The first character of the password must be a capital

letter.

In this example, at step 202, the test data generation com-
puting apparatus can generate a constraint for the “password”
attribute based on the exemplary constraint representation
syntax described and illustrated herein. Accordingly, an
exemplary constraint generated in step 202 for the “pass-
word” attribute can be “password <C> A[8-12, C[pl->A-Z],
N[2-10], S[2,i(#,$,%,".&,*,@)]]”.

At step 204, the test data generation computing apparatus
12 outputs the plurality of constraints generated in step 202.
The outputting can be to the client computing device 14 or to
the memory 20, for example. Optionally, the plurality of
constraints can be used to in model-based test input data
generation as described and illustrated in detail with respect
to steps 206-214.

At step 206, the test data generation computing apparatus
12 generates a model representing one or more use cases
specified by the software requirements specification. In some
examples, the test data generation computing apparatus 12
parses the software requirement specification to extract the
use cases and generate the model. In other examples, the test
data generation computing apparatus 12 generates the model
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based on information obtained from a user of the client com-
puting device 14 including behavior, use cases, scenarios,
and/or flows of the software, as specified in the software
requirements specification.

In this example, the model includes a plurality of paths
including one or more conditional nodes associated with one
or more of the plurality of constraints. Optionally, the model
is a uniform modeling language (UML) structured use case
activity diagram (UCAD) including at least one start node and
at least one end node. Each path can include one of the start
nodes and one of the end nodes or one of the start nodes and
a cycle or loop, although other path definitions can be used.

Referring to FIG. 4, an exemplary model 400 generated by
the test data generation computing apparatus 12 is shown. The
model 400 includes a start node 406 and two end nodes 408
and 410 and represents an exemplary registration process of a
software application. In the exemplary registration process
represented by the model 400, a user enters a password and,
when authenticated, the user enters two additional values (X
andY in this example) in order to gain access. The model also
includes two exemplary conditional nodes 402 and 404. The
constraint representing the “password” attribute and associ-
ated properties, as described and illustrated earlier, has been
inserted by the test data generation computing apparatus 12 at
conditional node 402. In some examples, the model can
include conditions that are not represented as constraints in
the constraint representation language but are in a machine
readable format such as the conditions specified in condi-
tional node 404.

At step 208, the test data generation computing apparatus
12 generates test input data for one of the plurality of paths
included in the model generated in step 204. The test input
data is generated based on the constraints inserted into the
model and associated with one or more conditional node(s)
included in the path. Accordingly, in one example, the test
data generation computing apparatus 12 traverses the path to
extract the encountered constraints, which are represented in
a machine readable format based on the constraint represen-
tation syntax. The extracted constraints can form a path predi-
cate associated with at least one path. Optionally, the test data
generation computing apparatus 12 validates the constraints
by determining whether the constraints include proper con-
straint representation syntax that is able to be effectively
interpreted.

In one example, the test data generation computing appa-
ratus 12 can apply a boundary value, equivalence partition-
ing, or a genetic algorithm test input data generation tech-
nique based on the path predicate and/or extracted constraints
in order to generate the test input data for the one path. One
exemplary genetic algorithm is described herein, although
other genetic algorithms and other test input data generation
techniques can be used.

In this exemplary genetic algorithm, it is assume that the
constraint representation syntax of the path predicate has
been parsed by the test data generation computing apparatus
12 and the predicate indicates three conditions including that
input variable attributes “x” and “y”” must be greater than zero
and “x” must be greater than “y”. Accordingly, in a first step,
the test data generation computing apparatus 12 generates an
initial population of a random size including randomly gen-
erates integers for each of the attributes. In this example the
initial population is five and the randomly generated integers
for each set (“x”, “y”) of the five are (-9, 4), (3.,8), (-1,9),
(-2,-3), and (0,4).

In a second step, the test data generation computing appa-
ratus 12 generates a fitness value for each individual set of the
population based on how many of the conditions specified by
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the predicate are satisfied. Exemplary individual sets of the
population, conditions, and fitness values for this example are
shown in Table 2.

5 TABLE 2
Condition 1 Condition 2 Condition 3
Individual (x>0) (y>0) (y >0) Fitness
(=9, 4) NO YES NO 1
10 (3, 8) YES YES NO 2
(-1,9) NO YES NO 1
(-2,-3) NO NO YES 1
(0, 4) NO YES NO 1
15 Inathirdstep, the test data generation computing apparatus

12 selects individuals such that individuals with a higher
associated fitness value are more likely to be selected and
randomly generates two new individual sets. Accordingly, in
this example, (3,8) is selected as it has the highest fitness
value and satisfies the highest number of conditions. Ran-
domly, (0,4) is also selected to be combined with (3,8) to
produce (3,4) and (-1,9) is selected to be combined with (3,8)
to produce (-1,8).

In a fourth step, the test data generation computing appa-
ratus 12 applies a mutation based on a mutation probability
(e.g. 0.25) to each of the generated two new individual sets to
generate two new individual sets. In this example, the result-
ing individual sets can be (3,3) as mutated from (3,4) and
(-1,8) as mutated from (-1,8). As a result of the mutation
probably, in this example, one of the individual sets was
unchanged in this step.

With the mutated individual sets, in a fifth step, the test data
generation computing apparatus 12 generates a new popula-
tion. Optionally, the three individual sets with the highest
fitness value are combined with the two mutated individual
sets to form the second population. In this example, the
mutated sets (3,3) and (-1,8) are combined with (3,8) which
has the highest fitness value in the initial population and
(-9,4) and (-1,9) which are chosen randomly since the
remaining sets of the initial population have the same fitness
value.

Optionally, the second through fifth steps can be repeated
until an specified number of iterations are performed or until
an individual set satisfies the path predicate and the popula-
tion has converged. In one exemplary operation of the exem-
plary genetic algorithm described herein, in an additional two
iterations of the second through fifth steps, the test data gen-
eration computing apparatus 12 generates a population which
has converged based on the (5,4) set satistying the path predi-
cate, as shown in Table 3.
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Condition 3
v>0)

Condition 2
v>0)

YES
YES
YES
YES
YES

Condition 1

55 Individual (x>0) Fitness

NO
YES
YES
YES
YES
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At step 210, the test data generation computing apparatus
12 optionally stores the generated test input data such as in the
memory 20. The test input data can be stored in a database, a
spreadsheet, and/or a hypertext markup language (HTML)
document, for example, although any other output location
and format can be used. Additionally, the generated test input



US 9,323,650 B2

9

data can be sent by the test data generation computing appa-
ratus 12, using the network interface device 22, to the client
device 14 over the communication network 16.

At step 212, the test data generation computing apparatus
12 determines whether there are more paths in the model
generated in step 206 for which test input data has not been
generated in step 210. One or more of the paths included in the
model can be identified by the test data generation computing
apparatus 12 by applying a depth first search algorithm. If the
test data generation computing apparatus 12 determines there
are more paths in the model, the Yes branch is taken to step
208.

Optionally, steps 208-212 are repeated for all paths
included in the model, although test input data can be gener-
ated for only a subset of the paths included in the model.
Accordingly, when the test data generation computing appa-
ratus 12 determines, at step 212, that test input data has been
generated, at step 210, for all or a specified number of paths
such that there are no additional paths, the No branch is taken
to step 214.

At step 214, the test data generation computing apparatus
12 optionally tests the software developed based on the soft-
ware requirement specification model using the generated
test input data. In some example, the test input data is stored
and/or output by the test data generation computing apparatus
12 at step 208 and used by another computing device and/or
the user of the client computing device 14 to test the software.

Referring specifically to FIG. 5, a table 500 is shown as
including exemplary test input data generated by the test data
generation computing apparatus 12 based on the exemplary
model 400 shown in FIG. 4 and the genetic algorithm
described and illustrated earlier. In this example, model 400
includes three paths corresponding to the three test scenarios
identified in table 500. In the first scenario, the password
constraint of the conditional node 402 is satisfied and the
conditions in the conditional node 404 are also satisfied. In
the second scenario, the password constraint of the condi-
tional node 402 is satisfied but the conditions in the condi-
tional node 404 are not satisfied. In the third scenario, which
only requires one test step, the password constraint of the
conditional node 402 is not satisfied and, in the path associ-
ated with this scenario, the conditional node 404 is not tra-
versed.

The exemplary test input data shown in table 500, and
generated by the test data generation computing apparatus 12,
is comprehensive with respect to every scenario of the regis-
tration system software modeled in model 400. The test input
data in table 500 includes data that satisfies and does not
satisfy every encountered constraints and/or conditions for
every possible path in the model 400 thereby providing a test
input data set that allows for effective testing of the software.

By this technology, more effective and comprehensive test
input data capable of testing all use cases and behaviors of a
software product can be automatically generated. As a result,
fewer resources are required to generate software test input
data and software can be more effectively tested resulting in
higher quality software with fewer bugs and defects.

Having thus described the basic concept of the invention, it
will be rather apparent to those skilled in the art that the
foregoing detailed disclosure is intended to be presented by
way of example only, and is not limiting. Various alterations,
improvements, and modifications will occur and are intended
to those skilled in the art, though not expressly stated herein.
These alterations, improvements, and modifications are
intended to be suggested hereby, and are within the spirit and
scope of the invention. Additionally, the recited order of pro-
cessing elements or sequences, or the use of numbers, letters,
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or other designations therefore, is not intended to limit the
claimed processes to any order except as may be specified in
the claims. Accordingly, the invention is limited only by the
following claims and equivalents thereto.

What is claimed is:

1. A method for generating software test input data, com-
prising:

extracting, by a test data generation computing apparatus,

a plurality of attributes and a data type and one or more
properties of each of the attributes from a software
requirements specification;
applying, by the test data generation computing apparatus,
constraint representation syntax to the attributes based
on the data type and the one or more properties associ-
ated with each of the attributes to generate a plurality of
constraints, wherein the constraint representation syntax
is a machine readable format;
generating, by the test data generation computing appara-
tus, a model representing one or more use cases, the
model comprising one or more conditional nodes and
including one or more of the constraints as associated
with each of the one or more conditional nodes;

identifying, by the test data generation computing appara-
tus, a plurality of paths included in the model; and

applying, by the test data generation computing apparatus,
a test input data generation technique to generate test
input data for each of the paths based on the one or more
constraints associated with the one or more conditional
nodes of each of the paths.

2. The method of claim 1 wherein the applying the con-
straint representation syntax further comprises generating a
representation for each attribute associated with a string data
type, a numeric data type, and a Boolean data type.

3. The method of claim 2 wherein the representation for
each attribute associated with the string data type includes:

a string identifier associated with one subtype of the string

data type selected from an alphanumeric string, a char-
acter string including only alphabets, a character string
including only uppercase alphabets, a character string
including only lowercase alphabets, a character string
including special characters, and a date string; and

one or more of a length field, an include field, a not-include

field, a position field, or one or more representations of
one or more portions of the string attribute.

4. The method of claim 2 wherein the representation for
each attribute associated with the numeric data type further
includes a numeric identifier and one or more of a length field
or a decimal field.

5. The method of claim 1 further comprising testing, by the
test data generation computing apparatus, software devel-
oped based on the software requirements specification using
the generated test input data.

6. A non-transitory computer readable medium having
stored thereon instructions for generating software test input
data comprising executable code that when executed by the
processor cause the processor to perform steps comprising:

extracting a plurality of attributes and a data type and one

or more properties of each of the attributes from a soft-
ware requirements specification;

applying constraint representation syntax to the attributes

based on the data type and the one or more properties
associated with each of the attributes to generate a plu-
rality of constraints, wherein the constraint representa-
tion syntax is a machine readable format;

generating a model representing one or more use cases, the

model comprising one or more conditional nodes and
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including one or more of the constraints as associated
with each of the one or more conditional nodes;
identifying a plurality of paths included in the model; and
applying a test input data generation technique to generate
test input data for each of the paths based on the one or
more constraints associated with the one or more con-
ditional nodes of each of the paths.

7. The medium of claim 6 wherein the applying the con-
straint representation syntax further comprises generating a
representation for each attribute associated with a string data
type, a numeric data type, and a Boolean data type.

8. The medium of claim 7 wherein the representation for
each attribute associated with the string data type includes:

a string identifier associated with one subtype of the string

data type selected from an alphanumeric string, a char-
acter string including only alphabets, a character string
including only uppercase alphabets, a character string
including only lowercase alphabets, a character string
including special characters, and a date string; and

one or more of a length field, an include field, a not-include

field, a position field, or one or more representations of
one or more portions of the string attribute.

9. The medium of claim 7 wherein the representation for
each attribute associated with the numeric data type further
includes a numeric identifier and one or more of a length field
or a decimal field.

10. The medium of claim 6 further having stored thereon
instructions that when executed by the processor cause the
processor to perform steps further comprising testing soft-
ware developed based on the software requirements specifi-
cation using the generated test input data

11. An apparatus for generating software test input data,
comprising a processor coupled to a memory and configured
to execute programmed instructions stored in the memory
comprising:

extracting a plurality of attributes and a data type and one

or more properties of each of the attributes from a soft-
ware requirements specification;

applying constraint representation syntax to the attributes

based on the data type and the one or more properties
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associated with each of the attributes to generate a plu-
rality of constraints, wherein the constraint representa-
tion syntax is a machine readable format;

generating a model representing one or more use cases, the
model comprising one or more conditional nodes and
including one or more of the constraints as associated
with each of the one or more conditional nodes;

identifying a plurality of paths included in the model; and

applying a test input data generation technique to generate
test input data for each of the paths based on the one or
more constraints associated with the one or more con-
ditional nodes of each of the paths.

12. The apparatus of claim 11 wherein the applying the
constraint representation syntax further comprises generating
a representation for each attribute associated with a string
data type, a numeric data type, and a Boolean data type.

13. The apparatus of claim 12 wherein the representation
for each attribute associated with the string data type
includes:

a string identifier associated with one subtype of the string
data type selected from an alphanumeric string, a char-
acter string including only alphabets, a character string
including only uppercase alphabets, a character string
including only lowercase alphabets, a character string
including special characters, and a date string; and

one or more of a length field, an include field, a not-include
field, a position field, or one or more representations of
one or more portions of the string attribute.

14. The apparatus of claim 12 wherein the representation
for each attribute associated with the numeric data type fur-
ther includes a numeric identifier and one or more of a length
field or a decimal field.

15. The apparatus of claim 11 wherein the processor is
further configured to execute programmed instructions stored
in the memory further comprising testing software developed
based on the software requirements specification using the
generated test input data.
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